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Abstract. Teaching introductory computer programming and choosing the proper tools and programming languages are challenging tasks. Most of the existing tools are not fully integrated into systems to support the teaching-learning processes. The present paper describes the usability evaluation of the Virtual Programming Lab module for Moodle (VPL-Moodle) based on a satisfaction questionnaire answered by 37 undergraduate students enrolled in CS1 and CS2 courses and 7 lecturers. Moreover, a heuristic evaluation performed by two specialists is also presented. Results of the descriptive and inferential analysis revealed mainly two things: a) the VPL-Moodle has a low level of usability in all five aspects analyzed by the students: satisfaction, efficiency, learnability, helpfulness, and environment control; and b) lecturers found some difficulties using the VPL-Moodle. A number of suggestions for the improvement of the VPL-Moodle interface are provided based on the findings of the paper.
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1. Introduction

Teaching introductory programming language, also called Computer Science 1 (CS1), is a challenge all over the world. The introductory course is one of the most important subjects in Computer Science and related undergraduate courses. Usually, that subject is offered at the very beginning of the undergraduate curriculum course, most of them in the first semester of the program. Jenkins (2002) says that the subject is sufficiently difficult to be under the first semester of the curriculum’s course. Students are passing through a transition from high school to the undergraduate program, in an unstable moment, with various changes and difficulties. They are in a less restrictive environment with different curriculum and subjects that they used to study.
The failure rate in that subject is roughly 30% to 80% around the world (Bennedsen & Caspersen 2007; Mooney et al., 2010; Watson & Li, 2014; Vihavainen et al. 2014; Ramos et al., 2015). We highlight two main factors that increase the high rate of failure: the high abstraction needed to develop algorithms (Jenkins, 2002; Bennedsen & Caspersen, 2006; Duncan, 2002; Gomes, 2010), and the difficulties in solving problems (Jenkins, 2002; Duncan, 2002; Gomes, 2010; Mathew, Malik & Tawafak, 2019). Many studies suggest different approaches to reduce those rates (Mow, 2006; Porter et al., 2013; Gomes, 2010), and many others pursue factors that affect the teaching-learning process (Canedo, Santos & Leite, 2018; Mathew, Malik, & Tawafak, 2019).

Despite the problems, teaching programming languages is extremely important in the contemporary world. Every technology needs software, and every software needs an algorithm. Thus, everyone should learn how to develop an algorithm. Teaching programming is considered, nowadays, almost an obligation to convert people from consumers to producers.

Some of the teaching-learning processes in universities and colleges have the support of a Learning Management System (LMS), such as Moodle\(^1\), Sakai\(^2\), Blackboard\(^3\) and Canvas\(^4\). The former, Moodle, is a free, open-source with over 199,000,000 users in the World, and present in more than 200 countries. From January to November 2020, the number of registered Moodle sites increased to near 70%, from 110,000 to 184,000. There are plenty of tools to support the learning programming process and an extensive review on automated programming feedback can be found in Keuning et al. (2018). Notwithstanding the integration with a LMS is essential, Caiza and Del Alamo (2013) identified tools with the goal to integrate them to a LMS to improve the performance of the programming assignments assessment process. However, Llana et al. (2014) stated that integrating tools “in regular programming teaching presents an obstacle: the overhead work required for the design of each problem, for compilation of problem collections, and for mundane management tasks”.

The Federal University of Santa Catarina (Brazil) uses Moodle as a platform to support all the programs in the university, including undergraduate distance learning and traditional courses. To support lecturers in the computer programming subject, the university enabled the Virtual Programming Lab module (Rodríguez del Pino et al., 2012; Thiébault, 2015).

The Virtual Programming Lab (VPL-Moodle) is a free and open-source Moodle module that offers automatic evaluation based on input and output cases, features to assist lecturers to create assignments, manage the submissions, check for plagiarism and do assessments. The VPL-Moodle executes and evaluates more than 40 different programming languages (Rodríguez del Pino et al., 2012). Thus, this tool can help instructors evaluate the programs and provide students with timely feedback. Mory (2013), for example, says that feedback plays an important role for students to achieve their goals.

---

\(^1\) visit http://www.moodle.org
\(^2\) visit http://www.sakaiproject.org
\(^3\) visit http://www.blackboard.com
\(^4\) visit https://www.canvaslms.com
Feedback confirms or proposes changes to students’ knowledge represented by the code provided by them to solve a problem.

Nielsen (1994) relates usability with the ease of use and learnability of an interface, suggesting that usability improves the quality of the users’ interaction. Though, improving the usability of software would reduce, for example, the number of times users spend discovering how the features work and where they are, avoiding the workload, and in aspects such as effectiveness and satisfaction it is directly correlated to motivation and engagement. In this direction, Medeiros, Ramalho and Falcão (2018) found that, for students, problem solving, motivation and engagement are the most cited challenges for learning programming and the lack of methods and tools are challenges for teachers.

In short, teaching and learning programming languages can be a hard task and problems in the interface of the main tool used in this process can have consequences to teachers and students. In that context, this paper aims to identify usability interfaces’ problems in the VPL-Moodle. To tackle this challenge, it describes usability tests of the module applied to students and lecturers, and heuristic and ergonomic analysis of the VPL-Moodle interface interaction. The research questions that guide this study are:

**RQ1** – Considering the usability factors defined by (ISO, 1998), how positive is the VPL-Moodle’s interface to support students and lecturers in the teaching-learning process?

**RQ2** – Which are the aspects of the VPL-Moodle’s interface that students consider presenting problems?

**RQ3** – Which are the aspects of the VPL-Moodle’s interface that lecturers consider presenting problems?

The remainder of this paper continues with the review of the literature in Section 2 and the description of the problem context in Section 3. Section 4 depicts the methodology followed in this study, and Section 5 presents and discusses the results. Finally, Section 6 ends the paper presenting the final remarks and proposals for future work.

### 2. Related Work

There are already a number of studies focusing on the advantages of using e-assessment tools, but little attention has been given to tools focused on programming courses (Chirumamilla & Sindre, 2019). VPL-Moodle is an important tool for teachers to prepare programming activities as part of Moodle and for students who want to test and execute their codes inside a more controlled environment able to give them some sort of feedback about their codes. VPL-Moodle also is extremely secure as it uses an approach to separate code execution and data handling by a Moodle server (Kakadiya, 2020). Moreover, VPL-Moodle offers an anti-plagiarism check that helps teachers to verify the authenticity of students’ code.

The impact of using VPL-Moodle in programming classes has been reported in the literature. Alatawi (2019) has observed significant differences in learning achievement
between students using VPL-Moodle in comparison to students not using it. According to the author, students who use VPL-Moodle achieve higher grades and develop better programming skills. Moreover, Skalka et al. (2019) investigated the impact of different types of e-learning activities with students from an introductory programming course and used VPL-Moodle to offer programming tasks. The authors stated that automated assessment does not harm students’ performance and that students who solved more automated assessment exercises achieved better ratings in tests. Besides, Cardoso et al. (2020) conducted experiments using VPL-Moodle to teach Java classes and gathered the opinions of students and teachers involved. Both groups considered that VPL-Moodle added value to the teaching-learning process. The authors also highlighted the positive acceptance and participation of students and teachers during the experience.

On the other hand, Ribeiro et al. (2014) compared the use of VPL-Moodle with the use of a drag-and-drop code tool named iVProg. The authors reported that students who used VPL-Moodle presented a higher number of attempts and submissions than those who used the visual tool (iVProg). The use of VPL-Moodle in comparison to the visual tool led to more mental demand and effort for users to accomplish tasks, and even more frustration from the students while accomplishing more complex exercises. Those results strongly suggest that there is room for improvements to the VPL-Moodle interface. Moreover, Kaunang et al. (2016) conducted a survey for students to identify the weaknesses and strengths of an electrical power system course. Results show that students suggest that VPL-Moodle has a weakness in its online editor and has strength in its free-of-charge characteristics. Although the authors evaluated a course using online and offline surveys, they were not focused on evaluating VPL-Moodle. The authors presented 7 questions related to VPL-Moodle in a general sense. None of them were related to usability. Besides, Vanvinkenroye et al. (2013) evaluated a Web-based programming lab tool called ViPLab (Richter et al., 2012). The authors implemented and analyzed a survey to get users’ feedback, experience, and relate to learning success. The main results are: ViPLab is as efficient as classical tools and the use of ViPLab does not have any significant impact on learning success.

Although some previous works evaluated virtual programming labs, they essentially diverged from our research because they were only interested in validating the tool to use it in its technological course. In this paper, we are interested in evaluating the usability of the virtual programming lab by the students’ and lecturers’ perceptions, more than to validate the VPL-Moodle as an alternative for the classical tools.

While there is no work about evaluating the usability of a VPL-Moodle, there are already other works focusing on the evaluation of automated assessment tools (Dardoumis et al., 2019), or the usability of educational software (Sarmento et al., 2011; Chagas et al., 2011; Junior et al., 2016). An interesting work is the one conducted by Junior et al. (2016) who analyzed 14 different approaches for the evaluation of educational software. In that work, the authors were interested in the patterns and comprehensiveness of those approaches for the software quality literature. The results have shown the need for standardization of approaches for assessing educational software.
3. Problem Context

This research reports students’ and lecturers’ perceptions about the VPL-Moodle that is used in teaching programming languages within Moodle.

3.1. Institution

All results reported in this paper were collected and analyzed from a 100% free of charge to students, large, and public university called Federal University of Santa Catarina (Brazil). The academic year is divided into two periods of 18 weeks of classes, including tests, exams (final assessments), and recovery assessment: from March to June, and from July to December, each one is called a semester.

At this institution, students may drop classes up only in the first week of the course. On the other hand, freshmen can be enrolled in the first phase (the very first semester they enrolled at the university) subjects until the sixth week. Students receive a final score for each subject from 0 to 10. They have to reach, at least, 6 points to succeed and must have, at least, 75% attendance in the classroom.

3.2. Course, Subjects, and Students

Students are enrolled in a bachelor’s degree program in Information and Communication Technology (ICT). The bachelor course accepts 50 students per semester. The classes work from 6:30 pm to 10:00 pm. It is considered a nightly course. Our research was applied in two subjects: Computer Science 1 (CS1) and Computer Science 2 (CS2).

In the first semester of the program, 50 students (freshmen) were enrolled in CS1, but only 16 were in classes to participate in this study, being 11 men and 5 women. There is a huge problem at the first night hour: some of the students live far from the university, in other cities, and the buses arrive from 15 to 45 minutes after the starting classes hour. That is why only 16 were in the class to participate in this experiment. The CS1 curriculum focuses on the development of software using the Python programming language, and it is, essentially, an introductory course for this programming language.

In the second semester, students learn, in CS2, how to program in the C programming language. The subject had 32 enrolled students, but only 21 were available to participate in this study, being 15 men and 6 women. The missing 11 students did not come to this class and did not participate in the experiment. The average age was 21 years old. The youngest and the oldest one was 16 and 46 years old, respectively.

In CS1 and CS2, lecturers teach in a computing laboratory. The lab has a small number of computers, but most of the students bring their notebook, and, most of the time, only three computers, on average, are shared for 6 students. Both CS1 and CS2, have 3:20 hours per week of classes, divided into two days of 1:40 hours. There is no difference between theory and practice classes. It is important to highlight that the classes are in the lab, therefore lecturers are free to choose how to split the theory and practice over the semester.
3.3. Lecturers

The lecturers are associate professors at different campuses at the university, six of them with a Ph.D. degree: four graduated in computer science, one graduated in mechanical engineering, and one in applied math, and one master’s degree in computer science. Two lectures have more than 15 years of experience in teaching programming and 4 of them have at least 5 years of experience. Most of the lecturers use the VPL-Moodle for over 3 years. The student’s evaluation and its working sessions were applied with one of the lecturers with 7 and 3 years of experience teaching CS1 and CS2, respectively, and with 3 years of experience using VPL-Moodle.

3.4. Heuristic Evaluation Background

The heuristic evaluation was performed by two specialists. One specialist is an associate professor at the university and teaches human-computer interaction for over 3 years. The other specialist has been working with heuristic evaluation for over one year.

4. Methodology

An overview of the methodology followed in the research is presented in Fig. 1. The courses were taught with Moodle’s support, and the lecturers included videos, tutorials, and programming problems as activities. Our first step is related to the working session, which is detailed in Section 4.1. The second step consisted of data capture. In this case, we divided it into two sessions: the student’s questionnaire (see Section 4.3), and the lecturer’s questionnaire (see Section 4.4). In the third step, researchers performed the data analysis (detail in Section 5). It is important to note that data analysis consists of three different analyses: analysis of the students’ questionnaire, analysis of the lecturers’ questionnaire, and heuristic evaluation performed by two specialists.

![Fig. 1. Methodology overview.](image-url)
Results are addressed in the last step and detailed in Sections 5 and 6. The results were obtained after using quantitative and qualitative analyses, such as descriptive and inferential statistical analysis (normality of the distribution, T-test and Wilcoxon test), and heuristic evaluation.

4.1. *Work Session*

The experiment is divided into three main steps for both CS1 and CS2 classes, concerning the time and the proposed tasks. The experiment was done in one class of 1:40 hours, as shown in Fig. 2.

At the beginning of the class, the researcher explained to the students about the experiment detailing that the experiment is not related to the subject, and they will not be evaluated about their activities during the proposed session and tasks. The researcher also highlights that the main goal of the experiment is to evaluate the VPL’s interface. The only explanation about VPL-Moodle was that the module is like an IDE that can compile and run codes, and evaluate their correctness based on case tests. No other information was given to the students.

4.2. *Tasks*

The students were asked to solve and evaluate two programming problems using VPL-Moodle. The problems are different for each CS1 and CS2 class. The tasks contain simple problems because the main goal of the tasks is to let students explore the VPL’s interface. Thus, the first task asked the student to calculate the square of a number and the second one was to calculate a percentage of a number, informed by the user.

4.3. *Students’ Questionnaire*

The questionnaire was created based on the Software Usability Measurement Inventory (SUMI) (Kirakowski & Corbett, 1993), which is mentioned by (Bevan, 1998). SUMI

---

Fig. 2. Work session.
proposes five usability factors to be evaluated by the questionnaire, that is satisfaction, efficiency, learnability, helpfulness, and control. The questions of the questionnaire and the usability factor associated with each question are presented in Appendix A. The answers use a Likert scale of 5 points, that is 1- Totally disagree; 2- Disagree; 3- Not sure/No opinion; 4- Agree; 5- Totally agree.

4.4. Lecturers’ Questionnaire

Lecturers were invited to answer a questionnaire with two essay type questions asking for the positive points of the interface and suggestions to improve the interface, and 3 objective questions, each one associated with a usability factor, that is satisfaction, efficiency, and helpfulness. The questions of the questionnaire are presented in Appendix B. The answers use a Likert scale of 5 points, that is 1- Totally disagree; 2- Disagree; 3- Not sure/No opinion; 4- Agree; 5- Totally agree.

4.5. Data Analysis

We used descriptive analysis based on the responses obtained with the questionnaires to describe and consolidate the data obtained. In the specific case of the students, as a larger number of participants, we used Cronbach’s alpha (1951) to determine the degree of reliability of the responses. Usually, it is preferred to have alpha values between 0.80 and 0.90, but not below 0.70 (Streiner, 2003).

5. Results and Discussion

In this section, we present the results of the analysis and answer the research questions proposed in Section 1.

5.1. Descriptive Analysis of Student’s Answers

The study included a total of 37 students from two courses CS1 (16 students) and CS2 (21 students). Based on that, only 4 (11%) of the students reported having little experience with the VPL-Moodle, being all four from the CS2 course, all others said they did not have any previous experience. It is important to note that in CS1 and CS2 Moodle classrooms, there are VPL activities and the student is free to solve them, but there was no explanation about how to solve them or how to use the VPL-Moodle. Students that answered that have little experience with the tool mean that they tried to solve some of the proposed activities by themselves previously in the semester. None of them have had any other experience with VPL-Moodle before that.
As the students carried out their activities, a tutor helped them to solve the questions regarding the programming language, but without intervention regarding the exploration and use of the VPL-Moodle. However, two main questions have been answered for students to give continuity in the tasks, as described below:

**Student_1** – “Where should I send the file?”

**Student_2** – “I finished, but I cannot find the button to send the activity. Where is it?”

We clarify that, for Student 1 above, although it was explained that s/he (actually, it was explained for all the students) should perform the activity within the module text editor, some students wanted to send a file with the code previously written to start the programming activity. It is understandable because many of them (students CS1 class) had no more than eight weeks of classes (some students were enrolled in the subject at the end of the first month, and, consequently, had less than 4 weeks of classes). As the module allows students to send, and, later, to edit files, in this particular case, we gave two directions to the student. The first one was to send the file chosen by him/her and later editing. We did not detail, nor did we show the steps to be taken to carry out this activity. The second option, which was adopted by the majority, was to copy the previously written code and paste it into the VPL-Moodle text editor.

Student 2’s question is directly linked to the experience of some in using Moodle activities. Most of these activities should be “sent” (a button with the “send” label) to the teacher’s correction. In this case, since it was a resource exploitation activity, this button does not exist. The orientation, therefore, was to write the code, save it, and evaluate it (as mentioned before, there is an option for evaluation and automatic grade assignment). Thus, the activity would be stored in Moodle’s database for further evaluation from the teacher.

With the analysis of the questionnaire, we answer research question 1 (RQ1).

**Research question 1 (RQ1)** is:

**RQ1.** Considering the usability factors defined by (ISO, 1998), how positive is the VPL-Moodle’s interface to support students and lecturers in the teaching-learning process?

Table 1 presents the average of the students’ responses separated by the CS1 (Python) and CS2 (C) subjects.

<table>
<thead>
<tr>
<th></th>
<th>CS1</th>
<th>CS2</th>
<th>CS1</th>
<th>CS2</th>
<th>CS1</th>
<th>CS2</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Satisfaction</strong></td>
<td>3.5152</td>
<td>2.8108</td>
<td>3.6667</td>
<td>3.0000</td>
<td>0.9243</td>
<td>0.8223</td>
<td>.0053</td>
</tr>
<tr>
<td><strong>Efficiency</strong></td>
<td>3.5227</td>
<td>2.9054</td>
<td>3.6250</td>
<td>2.7500</td>
<td>0.8342</td>
<td>0.7623</td>
<td>.0068</td>
</tr>
<tr>
<td><strong>Learnability</strong></td>
<td>3.8788</td>
<td>3.2523</td>
<td>3.8333</td>
<td>3.3333</td>
<td>0.7313</td>
<td>0.7634</td>
<td>.0030</td>
</tr>
<tr>
<td><strong>Helpfulness</strong></td>
<td>3.3864</td>
<td>3.0135</td>
<td>3.5000</td>
<td>3.0000</td>
<td>0.9377</td>
<td>0.7772</td>
<td>.1205</td>
</tr>
<tr>
<td><strong>Control</strong></td>
<td>3.7727</td>
<td>3.3063</td>
<td>3.8333</td>
<td>3.3333</td>
<td>0.7081</td>
<td>0.7386</td>
<td>.0202</td>
</tr>
</tbody>
</table>
Table 1 shows the mean, median, and standard deviation of the students’ usability perception about the VPL-Moodle interface according to the five dimensions found in the SUMI questionnaire. This data was collected by the questionnaire (see Appendix A) replied to by the students during the working sessions.

It is important to clarify why these usability factors are important to the teaching-learning process. Learning computer programming is not an easy process and it can be an unbelievable hard task (Watson and Li, 2014). Further, student motivation and engagement are considered factors associated with the success and retention of the students (Bruinsma, 2004; Kori et al., 2016). The five factors presented in Table 1 are important to the student’s motivation and engagement in different levels: efficiency refers to the user feeling that the software is enabling the tasks to be performed in a quick, effective and economical manner or, at the opposite extreme, that the software is getting in the way of performance; satisfaction refers to the user feeling mentally stimulated and pleasant or the opposite as a result of interacting with the VPL-Moodle; helpfulness refers to the user’s perceptions that the tool communicates in a helpful way and assists in the resolution of operational problems; control is the degree to which the user feels that he/she, and not the product, is setting the pace; and learnability is the ease with which a user can get started and learn new features of the tool (Kirakowski and Corbett, 1993).

Cronbach’s alpha legitimizes the reliability of the questionnaire’s replies with \( \alpha = 0.8555 \) for CS1 and \( \alpha = 0.7959 \) for CS2 (both above the minimum of 0.7). As it can be seen in Table 1, all factors presented relatively low averages with means ranging from 2.8108 to 3.8788. To consider the usability of the interface as satisfactory, mean values should be greater than 3.6 since the value seems to be a better estimate of “neutral” or “average” subjective satisfaction (Nielsen and Levy, 1994). The highest average of the factors is the learnability factor for CS1 (\( M = 3.8788 \)) and, the control factor for CS2 (\( M = 3.3063 \)). The learnability in CS2 (\( M = 3.2523 \)) is close to the control factor. It is interesting to note that the VPL-Moodle interface is relatively simple for the students, having no more than one suspended menu and a text editor, as shown in Fig. 3. In VPL-Moodle the lecturer can select which “execution” options are offered to the students (execute, debug and evaluate), in the present work the lecturer chooses only the execute (it opens a terminal window and executes the code. The student can interact, if the code allows it.) and the evaluate options (VPL-Moodle automatically evaluates the code with input and output cases).

![Fig. 3. VPL-Moodle menu and execution options.](image-url)
Indeed, during the working sessions, when students were frustrated with themselves and asked any question to the researcher or the lecturer, they were rapidly able to see what was wrong and how to act over the interface.

The satisfaction factor is an important measure to motivate students to use the module, and the average is the lowest for CS2 students (M = 2.8108) and the second-lowest for CS1 students (M = 3.5152). Consequently, it is a huge problem for the VPL_moodle tool, since the evaluated satisfaction factor plays an important role in the process of learning programming and this can have consequences for the students.

Based on the results shown in Table 1, CS1 presented higher mean values for all factors in comparison to CS2. We performed statistical analysis to evaluate to what extent those differences are statistically significant. The normality distribution of the student’s answers to each of the five usability factors (satisfaction, efficiency, learnability, helpfulness, and control) was checked. Only two factors in CS2 were not normally distributed and for them, we applied a Wilcoxon test to verify the difference between their medians. For the others, we applied the T-test.

The *p*-value for all the factors, except for the helpfulness factor, indicates strong evidence against the null hypothesis, which means that the differences between student’s perception in CS1 and CS2 are statistically significant. As the means and the medians in all factors are higher for CS1, we could say that students from that group tend to have better impressions about the VPL-Moodle usability than students from CS2.

The difference between both courses’ context is that in CS1 the programming language used is Python, and in CS2 it is C language. The C language is considered a more difficult language to learn than Python (Fangohr, 2004), and the difficulties here may be related to that rather than the VPL-Moodle interface. One could says that this is a matter of the process of learning a programming language, but the reader can perceive, further in Section 5.2, that some of these problems are shared with the lecturers, which means that there are aspects to be improved in VPL-Moodle to support students and lecturers in the teaching-learning process.

Research question 2 (RQ2) is:

**RQ2. Which are the aspects of the VPL-Moodle’s interface that students consider presenting problems?**

Regarding the students’ perception and the researcher that participated during the work sessions, it is fair enough to say that students were frustrated while performing the tasks. Such frustration can be seen in the evaluation of the satisfaction factor, which is too low for CS2 (average = 2.8108) and for CS1 (average = 3.5152). It slightly corroborates the findings of (Ribeiro et al., 2014) that say that students who use VPL-Moodle are more frustrated than students who use the iVProg, a visual programming tool, “while accomplishing more complex exercises.”

The second aspect we can analyze is the lack of helpfulness, efficiency, and control of the interface. In both scenarios, CS1 and CS2 classes, few students did not know how to start programming using VPL-Moodle. Some of them could not execute their codes since it gets a “randomly” error by the tool, like: “I’m sorry, but I haven’t a default action to run these type of submitted files” or “python: can’t open file ‘acen-
tuação.py: [Errno 2] No such file or directory." It means that students did not know how to name a file. There is no help for them. The Student_1 question above in this section also reflects this absence of interface’s help. Kakadiya (2020) found a similar error while evaluating the Submitty autograding tool\(^5\), and he says, “The specific violation falls under Error prevention, flexibility, and efficiency, error recovery with the severity of high.”

The efficiency aspect also received low scores. Again, the Student_2 question above in this section reflects these scores. Student_2 finished its task but s/he was unable to execute their code or to send it to be evaluated. It reflects in other aspects evaluated, such as learnability and control. In this case, Student_2 did not have control over the interface, and s/he was unable to learn how to do that by her/himself. It also corroborates the findings of (Kakadiya, 2020). Another example of how the efficiency of the interface is reduced is in the description of the task and its implementation. When a student goes to implement the code itself, the description of the task disappears. Students must open two browser tabs, one to read the description and another to implement the code.

5.2. Descriptive Analysis of Lecturer’s Answers

We had the participation of seven lecturers. Although this sample is small, we understand that the participating professors are experts and their respective analyses reflect, in detail, and very precisely, the years of working with the VPL-Module, even though they did not follow guidelines or performed a controlled experiment.

Professors answered five questions, three objectives and two subjective. The objective questions are related to the satisfaction, efficiency, and helpfulness usability factors, receiving an average of 3.00, 3.00, and 2.86, respectively (Likert scale from 1 to 5). These results show that lecturers must invest time and effort to work with the VPL-Moodle, even though they use the interface for years.

Research question 3 (RQ3) is:

RQ3. Which are the aspects of the VPL-Moodle’s interface that lecturers consider presenting problems?

In order to strongly capture the perception of the lecturers about the VPL-Moodle interface, they were asked to show their point of view through two subjective questions. The lecturers were asked to: “Please, indicate the positive aspects of VPL’s interface in terms of its usability and ease of use.” The positive points nominated by lecturers are that the VPL-Moodle eliminates the need for programming environments and is highly configurable whether (s)he knows where its features are located.

It is clear that the satisfaction, efficiency, and helpfulness usability factors are considered problems to the VPL-Moodle interface for lecturers, having an average lower

than 3.0 on a 1 to 5 scale. We try to figure out where these problems are related to the interface asking, “In your opinion, what are the aspects of VPL’s interface that could be improved?”

Creating exercises is a hard task for lecturers. They must respect a few steps, but the sequence of steps is not intuitive and it is hard to remember, moreover there are no pre-defined templates or help options for that type of task in VPL-Moodle. Another point mentioned was that the default settings of the execution buttons do not allow students to evaluate their code, so the teacher has a greater workload. To completely provide the task functionality to the student, the user must follow at least four additional steps. They have also emphasized that even if they were aware of the tool’s configuration options, those options should be more intuitive. Currently, the location-specific settings are difficult to memorize or to find in the interface. Another point that should be improved would be the inclusion of a wizard feature to aid in the system configuration. Finally, one of the teachers suggested that those steps should be part of the menu corresponding to the creation of the activity. These findings, related to the creation of the activity, are also connected to (Kakadiya, 2020) when evaluating the Submitty tool, the author says, “there is a lack of navigation while going through the process of creating/editing an assignment.” The tool forces the user to navigate through buttons over a menu on top, and says, “it can disturb the flow of the task.” The author associated that problem with the satisfaction usability factor. Those are important limitations that need to be addressed as the preparation of the assignment requires a considerable amount of work and time that must be incorporated into lectures’ time (Davuluri, 2016).

Apart from that, most of the participating lecturers believe that the translation of some standard actions, the full establishment of the activity, and the creation of test cases, should be improved considerably for the interaction interface.

5.3. Heuristic Evaluation

Based on the ergonomic criteria (Bastien & Scapin, 1993) and the heuristic evaluation (Nielsen & Molich, 1990), it was possible to identify numerous problems at the interface. Regarding the guidance ergonomic criteria, the VPL-Moodle presents a dialog box to “create a new file,” but does not present any type of information or instruction to describe this type of operation. The titles and descriptions are objectives, but the information is not clear, they do not have data entry, description, or clearly indicated help options. For immediate feedback, the VPL-Moodle has some dialog boxes for general feedback, but it does not have a message box to assist the user in taking action to overcome possible errors. In terms of conciseness and the workload ergonomic criteria, the VPL-Moodle has short, but often non-intuitive titles, labels, and denominations. Therefore, the perception, cognitive, and motor load associated with individual outputs and inputs are not minimal. From the user control point of view and the explicit control ergonomic criteria, as the VPL-Moodle is used for actions that consume a considerable user time such as code development, the module should present control situations such as stop and go that it is possible to obtain the information of the exercises to be
performed. The VPL-Moodle has options for “undo” or “redo”, but only within the programming environment, and it does not have those features in the interaction interface. Evaluators also agreed that the VPL-Moodle displays a few error messages when some not allowed action is taken or done erroneously, but the quality of those messages is, generally, not effective because they do not present the reason or nature of the error. Another important issue in this VPL-Moodle version is that the module is not completely supported on mobile or small device screens.

6. Conclusion and Future Work

This paper presents an evaluation of the VPL’s interface available as a module for Moodle. Considering student’s perceptions of the VPL’s interface, results show that students who were studying C programming language (CS2) considered the interface with a lower low level of usability than students that were studying Python language (CS1). Both groups of students reported a low level of usability for the tool according to the adopted usability factors. The higher average of the aspects evaluated is 3.8788 (scale up to 5.0) given for the learnability aspect by CS1 class, and 3.3063 for the control aspect by CS2 class. It is interesting to note that students in CS2 class already have experience in programming, however, their perceptions about the five aspects of the VPL’s interface interaction evaluated (satisfaction, efficiency, learnability, helpfulness, and control) are considerably lower than the CS1 students.

According to the heuristic evaluation, lecturers considered VPL-Moodle an interesting tool for teaching programming, but they also did not consider the VPL-Moodle interface easy to use. In another evaluation, lecturers have complained about the learnability while creating new VPL-Moodle activities. For them, the VPL has to improve the way it creates the activity since some steps are not so intuitive and the module does not have any support or help with that. There are two main aspects that the lecturers’ considered strengths of the VPL-Moodle: the integration with a learning management system, enabling students to interact in only one place while programming, and the high possibility of configuration when lecturers know how to configure that.

For future work, we propose to improve the VPL-Moodle interface based on the insights of the heuristic evaluation, and the students and lecturer’s perception, such as for instance: to modify the menu to give clearer information, to modify the main configuration to include important steps in the very first time lecturers include an activity, to show some message boxes to help the user while using the interface, to show the activity description in the same page of the text editor, to include colors to divide the menus of the text editor and the buttons to save, execute, debug or evaluate the code, to improve the text editor with an option to change the font size and to highlight the error messages and help options.
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APPENDIX A – Users Satisfaction Questionnaire – Student

Age: __________ Sex: (   ) Female (   ) Male

Level of Expertise in VPL Module: (   ) Beginner (   ) Intermediate (   ) Advanced

Choose the answer that best fits your perception about the VPL module, where:

<table>
<thead>
<tr>
<th>SENTENCES</th>
<th>OPTIONS</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 In general, the use of VPL-Moodle was a satisfactory experience.</td>
<td>1 2 3 4 5</td>
</tr>
<tr>
<td>2 The time required to learn how to use the VPL-Moodle module did not prevent me from finishing the activities of the course.</td>
<td></td>
</tr>
<tr>
<td>3 As a VPL-Moodle user, I feel confident to use basic commands of the module such as execute, compile and export files.</td>
<td></td>
</tr>
<tr>
<td>4 The VPL-Moodle is a useful tool to complete my practical tasks in the computer science programming subject.</td>
<td></td>
</tr>
<tr>
<td>5 The VPL-Moodle is consistent and does not present unexpected behavior while using the interface.</td>
<td></td>
</tr>
<tr>
<td>6 It is easy to understand the interface of the VPL-Moodle.</td>
<td></td>
</tr>
<tr>
<td>7 There was no need to interrupt the proposed activity in order to overcome difficulties in the use of the VPL-Moodle interface.</td>
<td></td>
</tr>
<tr>
<td>8 I did not find errors related to the VPL-Moodle during the proposed tasks from the beginning to the end.</td>
<td></td>
</tr>
<tr>
<td>9 During the use of the VPL-Moodle, I obtained the desired functionality by a minimum number of operations.</td>
<td></td>
</tr>
<tr>
<td>10 As a VPL-Moodle user, I feel confident enough to use advanced commands and features such as debugging.</td>
<td></td>
</tr>
<tr>
<td>11 The interface of the VPL-Moodle uses a terminology that is consistent with programming language courses.</td>
<td></td>
</tr>
<tr>
<td>12 The information provided by the VPL-Moodle is clear enough to understand what I am being asked to do in a programming task.</td>
<td></td>
</tr>
<tr>
<td>13 Regardless of how often the VPL-Moodle is used, the interface is easy to remember.</td>
<td></td>
</tr>
<tr>
<td>14 The information in the help of the VPL-Moodle is sufficient.</td>
<td></td>
</tr>
<tr>
<td>15 While using the VPL-Moodle, error and warning messages during compilation, implementation and evaluation are sufficient for understanding and completing the activities.</td>
<td></td>
</tr>
</tbody>
</table>
APPENDIX B – Users Satisfaction Questionnaire – Lecturer

From questions 1 to 3, choose the answer that best fits your perception about the VPL-Moodle module:

1) I did not have difficulties using the VPL-Moodle module.
   1. Totally disagree  2. Disagree
   3. Not sure/Don’t know  4. Agree
   5. Totally agree

2) It is easy to understand the interface of the VPL-Moodle module.
   1. Totally disagree  2. Disagree
   3. Not sure/Don’t know  4. Agree
   5. Totally agree

3) The information provided by the VPL-Moodle module is clear enough to understand what to do over the interface.
   1. Totally disagree  2. Disagree
   3. Not sure/Don’t know  4. Agree
   5. Totally agree

4) Please, indicate the positive aspects of VPL-Moodle’s interface in terms of its usability and ease of use.

5) In your opinion, what are the aspects of VPL-Moodle’s interface that could be improved?