Evaluating programming self-efficacy in the context of inquiry skills and problem-solving skills: A perspective from teacher education
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Abstract

It is stated that programming skills, which are ever-increasingly becoming crucial nowadays, have an impact on cognitive processes and promote individual’s self-efficacy in different ways. It is noted that students with programming skills have the character of problem solving, inquiry and being able to make decisions, which are all requisites of today’s education system. The purpose of this research is to examine the programming self-efficacy of Information Technologies and Software teacher candidates, who are trained in the field of programming. In total, 707 students, who are studying in the Department of Computer and Instructional Technologies Education of the Faculty of Education of eight universities in Turkey, participated in this research. The results of the research demonstrate that students’ programming self-efficacy is at medium level, whereas high level is observed for their inquiry and problem-solving skills. Also, inquiry skills have a significant impact on their perceived programming self-efficacy; whereas problem-solving skills has not any impact on it.
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1. Introduction

Programming is defined as strategically using instructions in certain premises by teaching students and the structure of these instructions in a particular (programming) language (Palumbo, 1990). Another definition states that programming is the understanding of techniques related to problem-solving; and the process of compiling syntax and structural components related to this (Oddie, Hazlewood, Blakeway & Whitfield, 2010). It can be argued that the one, who create a program on the basis of this definition, can bring about algorithmic solutions and products by analysing the problem (Saeli et al., 2011). In this process, learning programming skills, knowing and using at least one programming language provide numerous benefits to the user.

When the advantages of programming skills for students are considered, there are more than one purpose of the programming trainings provided by K-12, higher education and various private or public organisations and institutions. Trainings provided by organisations aim to address the lack of qualified personnel in this area; whereas trainings provided by educational institutions target students to have acquired skills required in today’s education system. In relation to that, learning programming skills brings about many career opportunities and educational attainments for that individual (Israel, Wherfel, Pearson, Shehab & Tapia, 2015). Thinking of the some of these attainments, programming makes people acquire organisation and planning skills (Siegle, 2009). When students use programming applications, their spatial awareness increases; their mathematical thinking skills develop, their ability to evaluate the status of the problem and logical reasoning increases (Calder, 2010). Researchers, who studied the impact of learning programming at early ages, found that reflectivity and creativity competencies are higher in students with programming skills compared to those with no programming skills (Clements & Gullo, 1984; Kim, Chung & Yu, 2013). Critical thinking skills of students improve with visual game development, which is one of the programming applications (Dekhane, Xu & Tsoi, 2013). Additionally, Akpinar and Altun (2014) argue that when students learn programming skills, most of the concepts in mathematics can be understood more easily; problem-solving and analytical thinking skills improve, cooperative working and learning skills develop and their digital literacy improve as they will constantly use information technologies. Students with programming skills being more successful in fields such as maths, physics, go and chess can be explained with them as of having more advanced knowledge (Adelson, 1981; Robins, Rountree & Rountree, 2003); and even with having programming knowledge developing these skills for them.

Although programming is defined as the process of producing programs in terms of learning outcomes of the programming education for students in its most important and simplest way, it is an aggregate of skills which are not as simple as its definition. Despite the fact that it is easy to use a program or application on technological devices, the development of these programs is not seen as an easy process (Oddie et al., 2010). Programming is an important competency to achieve the 21st century student standards (innovative designer, data-processing thinker, etc.) (International Society for Technology in Education (ISTE), 2016), which is yet hard to comprehend, improve and master (Yukselturk & Altik, 2017). Courses to learn this competency are considered to be rather difficult particularly for beginner students (Askar & Davenport, 2009). Students think of programming as difficult and abstract skills (Oddie et al., 2010); and find it challenging to learn the logic of programming (de Raadt, 2007; Holvikivi, 2010). In this sense, the basic programming education generally fails to motivate students for software studies (Holvikivi, 2010; Vanicek, 2015). There are several factors for learning and applying programming skills to be such a difficulty.

Since each sub-function of programming skills requires cognitive processes representing a different field of knowledge, they are complex skills (Ambrosio, Costa, Almeida, Franco & Macedo, 2011; Holvikivi, 2010; Yurdugul & Askar, 2013). Consequently, it is observed that there are several variables affecting the programming skills. In a study examining difficulties in learning programming skills conducted by Ozmen and Altun (2014), there are three main themes named as personal problems (biases, obliviousness, etc.), problems with in-class activities (limited time, insufficient practice, etc.)
and problems within programming process (lack of information, not being able to write algorithms, etc.). Saeli et al. (2011) state that programming skills of creative use, being able to read the program and finding effective solutions for problems have an impact on the success of the programming skills. In order for a student to be successful in programming, there is a need for systematic work patterns, abstract thinking, sufficient cognitive capacity, analytical intelligence and establishing cognitive diagrams regarding procedural thinking and implementation (Holvikivi, 2010; Israel et al., 2015). While visualisation in writing programs is important for students to be successful in programming skills, various cognitive models are effective in reading the program (Kumar, 2003). Moreover, it can be argued that determination and self-discipline are necessary as well when processes in the structure of programming applications such as debugging and deciphering are considered (Siegle, 2009).

Another skill exhibited by students in the programming process is the inquiry skills. Inquiry skills and cause and effect analysis are essential parts of the debugging operations in computer programming processes. The student is encouraged to make an inquiry regarding why the program is not working during the debugging process (Sullivan, 2008). Students produce new forms based on the information they acquired from a failed testing (Altin, Pedaste & Aabloo, 2011). In programming, students use skills related to inquiry skills such as controlling for variables, improving and testing hypotheses, generalisation and testing, finding solutions in the debugging process during syntax and use of language (Pedaste & Sarapuu, 2006; Sullivan, 2008). Apart from using inquiry skills in the programming process, programming is the development of programs intended to find a solution to a particular problem according to its definition and implementation (Oddie et al., 2010; Saeli et al., 2011). Hence, programming is generally based on the solution of a problem (Govender, 2007). Thus, in this study, an analysis of programming self-efficacy perceptions in the context of inquiry and problem-solving skills is found to be worth researching and aimed.

In Turkey, individuals, who are trained in programming skills and have the proficiency in providing programming trainings, are Information Technology and Software teachers. Information Technology and Software teachers are educated in the Department of Computer Education and Instructional Technologies (CEIT) of Faculties of Education in Turkey. Students graduate from CEIT, which is established in 1998, by completing 49 courses with 142 credits. Two of these courses are Programming Languages I and II. These courses are opened in fall and spring semesters as 3 hours of theoretical knowledge and 2 hours of practicing. In addition, students also have many courses such as web-based Programming, database management and web design (Turkish Council of Higher Education, 2007). While stating the competencies required for graduates of CEIT, ISTE, which is an international community setting standards regarding skills for students and teachers in the field of education, underlines that they can use modern and advanced level programming language; develop programs incorporating simple and structured data types, compound Boolean statements, ordinal, conditional and repetitive control structures; solve problems with algorithms and programming language using advanced data structures; and denotes that two or more developing environments can be used actively (ISTE, 2011). At the same time, Turkish Council of Higher Education (2007) aims that graduates of CEIT have the capacity to teach programming skills. Fessakis, Gouli and Mavroudi (2013) note that the teacher facilitates the learning of students and has a role to encourage and support students to overcome difficulties in programming. In this regard, it is important to analyse programming self-efficacy perceptions of Information Technologies and Software teacher candidates in the context of inquiry skills and problem-solving skills.
1.1. Research problems

- What is the opinion of Information Technologies and Software teacher candidates on their level of computer programming self-efficacy perceptions, inquiry skills and problem-solving skills regarding programming?
- Do Information Technologies and Software teacher candidates’ computer programming self-efficacy perceptions differ on the basis of their inquiry skills?
- Do Information Technologies and Software teacher candidates’ computer programming self-efficacy perceptions differ on the basis of their problem-solving skills?

2. Method

2.1. Research model

This research applies a quantitative method. The research design is a causal-competitive model. This research model intends to identify the causes of an existing situation, variables affecting these causes or consequences of an effect (Fraenkel, Wallen & Hyun, 2012).

2.2. Population and sample

The population of this research consisted of students from the Department of CEIT in Faculties of Education in Turkey between 2014 and 2015. Due to the size of the population, the sampling method is used; and Information Technology teacher candidates studying in Faculties of Education in eight different universities of three geographically different regions are included in the research by using cluster sampling. It is not the single unit but the group that the unit is connected in the sample, which is selected through cluster sampling, is selected; and it is effective in studies with many groups like CEIT (Fraenkel et al., 2012). There are 707 students in total who participated in this research. In terms of gender, 49.2% of the students that participated in the research are males; whereas 50.8% of them are female.

2.3. Data collection tools and collecting data

In the research, a survey form with four sections, titled as demographic information form, computer programming self-efficacy scale, inquiry skills scale and problem-solving skills inventory, is used.

Computer programming self-efficacy scale is developed by Ramalingam and Wiedenback (1999); and adapted to Turkish by Altun and Mazman (2012). Turkish version of the scale, which is used to measure the perception of self-efficacy in programming, consisted of nine items and two factors (Performing simple programming tasks and performing complex programming tasks). For the scale as a whole, Cronbach’s alpha coefficient is calculated to be 0.928, and McDonald’s ω (omega) coefficient is found to be 0.956.

Inquiry skills scale is developed by Aldan Karademir and Saracaloglu (2013) and used for identifying inquiry skills of teacher candidates. The reliability coefficient of the scale, which consisted of 14 items and three factors (Acquiring knowledge, controlling knowledge and self-confidence) is, respectively, 0.76 for ‘Knowledge Acquisition’, 0.66 for ‘Controlling Knowledge’, and 0.82 for ‘Self-Confidence’. The overall Cronbach’s alpha coefficient for the scale as a whole is 0.82.

Problem-solving inventory is developed by Heppner and Petersen (1982) in order to measure problem-solving skills of teacher candidates; and adapted to Turkish by Sahin, Sahin and Heppner (1993). The inventory is composed of 35 items and prepared as six-point likert scale. In the factor analysis, it is found that there are six factors titled as ‘Impetuous Approach’, ‘Deliberative Approach’,
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In the context of the research, these measuring instruments are collected in one form and reproduced in sufficient numbers. Permissions that are required for data collection are obtained from CEIT in universities; and data collection is completed by the researcher by visiting these departments.

2.4. Data collection and interpretation

Arithmetic mean and standard deviation (SD) from descriptive statistics are employed for the analysis of data collected with these data collection tools. The unpaired t-test is applied to examine the impact of inquiry skills and problem-solving skills on the level of perceived programming self-efficacy. SPSS 22.0 (Statistical Package for the Social Sciences) is used for statistical analysis of the data, and the level of significance is identified as 0.05.

The data collected from students are examined in order to interpret the results of the analysis; the following two evaluation criteria are applied to determine and to provide convenience for interpretation: low, medium and high level for programming self-efficacy perceptions and low and high level for inquiry skills and problem-solving skills. Based on these, the below mentioned evaluation criteria is specified and applied (Table 1).

<table>
<thead>
<tr>
<th>Evaluation criteria</th>
<th>Range of evaluation</th>
<th>Evaluation criteria</th>
</tr>
</thead>
<tbody>
<tr>
<td>Programming self-efficacy</td>
<td>1.00–3.00</td>
<td>Low level</td>
</tr>
<tr>
<td></td>
<td>3.01–5.00</td>
<td>Medium level</td>
</tr>
<tr>
<td></td>
<td>5.01–7.00</td>
<td>High level</td>
</tr>
<tr>
<td>Inquiry skills</td>
<td>1.00–3.00</td>
<td>Low level</td>
</tr>
<tr>
<td></td>
<td>3.01–5.00</td>
<td>High level</td>
</tr>
<tr>
<td>Problem-solving skills</td>
<td>1.00–3.50</td>
<td>Low level</td>
</tr>
<tr>
<td></td>
<td>3.51–6.00</td>
<td>High level</td>
</tr>
</tbody>
</table>

3. Findings

The purpose of this research is to analyse the programming self-efficacy perceptions of Information Technologies and Software teacher candidates in the context of inquiry skills and problem-solving skills. Findings related to the data obtained from 707 CEIT students that participated in the research are given in sections.

3.1. Students’ opinion on their level of perceived programming self-efficacy

In order to discover students’ programming self-efficacy perceptions, the data are collected through a survey consisted of dimensions of performing simple programming skills and performing complex programming skills. The results of these data are provided below (Table 2).

<table>
<thead>
<tr>
<th>Dimensions of computer programming self-efficacy</th>
<th>( \bar{X} )</th>
<th>SD</th>
</tr>
</thead>
<tbody>
<tr>
<td>Performing simple programming tasks</td>
<td>5.52</td>
<td>1.92</td>
</tr>
<tr>
<td>Performing complex programming tasks</td>
<td>3.90</td>
<td>1.72</td>
</tr>
<tr>
<td>General</td>
<td>4.44</td>
<td>1.61</td>
</tr>
</tbody>
</table>

In Table 2, students’ computer programming self-efficacy perceptions are analysed in terms of general and sub dimensions. While students had a high level (\( \bar{X} = 5.52 \)) of self-efficacy in performing...
simple programming tasks; they have a medium level ($\bar{X} = 3.90$) of self-efficacy in performing complex programming tasks sub-dimension. In other words, students stated that they would not have any problems in performing simple programming tasks; however, they had lower self-efficacy when they were performing complex programming tasks. In general, it is found that they have a medium level self-efficacy considering their programming self-efficacy perceptions.

### 3.2. Students' opinion on their level of inquiry skills

In order to discover students’ inquiry skills, the data are collected through a survey consisted of dimensions of acquiring knowledge, controlling knowledge and self-confidence. The results of these data are provided below (Table 3).

<table>
<thead>
<tr>
<th>Dimensions of inquiry skills</th>
<th>$\bar{X}$</th>
<th>SD</th>
</tr>
</thead>
<tbody>
<tr>
<td>Acquiring knowledge</td>
<td>4.19</td>
<td>0.58</td>
</tr>
<tr>
<td>Controlling knowledge</td>
<td>3.69</td>
<td>0.69</td>
</tr>
<tr>
<td>Self-confidence</td>
<td>3.56</td>
<td>1.04</td>
</tr>
<tr>
<td>General</td>
<td>3.88</td>
<td>0.56</td>
</tr>
</tbody>
</table>

In Table 3, it is seen that students’ level of acquiring knowledge is very high ($\bar{X} = 4.19$). In other words, students stated that they did not have difficulties in acquiring knowledge. They also underlined that they were proficient enough in controlling knowledge ($\bar{X} = 3.69$) and had self-confidence in inquiry skills ($\bar{X} = 3.56$). Students have high averages for dimensions of acquiring knowledge, controlling knowledge and self-confidence. However, it can be argued that they are particularly good at acquiring knowledge. In general, it is found that they have high level ($\bar{X} = 3.88$) inquiry skills.

### 3.3. Students' opinion on their level of problem-solving skills

In order to discover students’ problem-solving skills, the data are collected through a survey consisted of dimensions of impetuous approach, deliberative approach, avoidant approach, evaluative approach, self-confident approach and planned approach. The results of these data are provided in Table 4.

<table>
<thead>
<tr>
<th>Dimensions of problem-solving skills</th>
<th>$\bar{X}$</th>
<th>SD</th>
</tr>
</thead>
<tbody>
<tr>
<td>Impetuous approach</td>
<td>3.56</td>
<td>0.67</td>
</tr>
<tr>
<td>Deliberative approach</td>
<td>4.36</td>
<td>1.03</td>
</tr>
<tr>
<td>Avoidant approach</td>
<td>4.27</td>
<td>1.06</td>
</tr>
<tr>
<td>Evaluative approach</td>
<td>4.10</td>
<td>1.14</td>
</tr>
<tr>
<td>Self-confident approach</td>
<td>4.23</td>
<td>0.98</td>
</tr>
<tr>
<td>Planned approach</td>
<td>4.34</td>
<td>1.07</td>
</tr>
<tr>
<td>General</td>
<td>4.06</td>
<td>0.63</td>
</tr>
</tbody>
</table>

When students’ problem-solving approaches are examined in Table 4, it is seen that they have a rather low level impetuous approach ($\bar{X} = 3.56$). Students’ levels of deliberative approach ($\bar{X} = 4.36$), avoidant approach ($\bar{X} = 4.27$), evaluative approach ($\bar{X} = 4.10$), self-confident approach ($\bar{X} = 4.23$) and planned approach ($\bar{X} = 4.34$) to problems are high. It can also be argued that students have tendency towards thinking, planning, evaluating and having self-confidence and being rather impetuous. It can be commented that most of the students state having high levels of problem-solving skills ($\bar{X} = 4.06$).
3.4. An analysis of students’ opinions on their level of perceived programming self-efficacy on the basis of their inquiry skills and problem-solving skills

In order to determine the impact of students’ inquiry skills on their opinions on programming self-efficacy, the average scores of students’ programming self-efficacy with low and high level inquiry skills are compared (Table 5).

| Table 5. t-test results of teacher candidates’ dimensions of computer programming self-efficacy according to their level of inquiry skills |
|---|---|---|---|---|---|---|
| Level of inquiry skills | N  | \(\bar{X}\)  | SD | df  | t  | p |
| Performing simple programming tasks | Low  | 225  | 5.17  | 2.04 | 705 | -3.29 | 0.001 |
|  | High | 482  | 5.68  | 1.85 |   |   |   |
| Performing complex programming tasks | Low  | 225  | 3.39  | 1.61 | 705 | -5.61 | 0.001 |
|  | High | 482  | 4.14  | 1.73 |   |   |   |
| General computer programming self-efficacy | Low  | 225  | 3.99  | 1.56 | 705 | -5.22 | 0.001 |
|  | High | 482  | 4.66  | 1.60 |   |   |   |

In Table 5, it is seen that the level of students’ inquiry skills have a significant difference on their perceived programming self-efficacy in general (\( t = -5.22; p < 0.05 \)). In other words, it can be claimed that programming self-efficacy for students with low level inquiry skills (\( \bar{X} = 3.99 \)) is lower than the programming self-efficacy for students with high level inquiry skills (\( \bar{X} = 4.66 \)). Therefore, it can be argued that if the inquiry skills of teacher candidates improve, their self-efficacy in programming skills also improve.

When the impact of inquiry skills on performing simple programming tasks is analysed, it is found that there is a significant difference between groups (\( t = -3.29; p < 0.05 \)). Self-efficacy in performing simple programming tasks for teacher candidates with high level inquiry skills (\( \bar{X} = 5.68 \)) is higher compared to those with low level inquiry skills (\( \bar{X} = 5.17 \)). Furthermore, it is seen that students’ level of inquiry skills have a significant impact on their self-efficacy in complex programming skills (\( t = -5.61; p < 0.05 \)). It is observed that students with high level inquiry skills (\( \bar{X} = 4.14 \)) have higher self-efficacy in performing complex programming tasks compared to those with low level inquiry skills (\( \bar{X} = 3.39 \)). According to these findings, it can be argued that students’ self-efficacy in performing both simple and complex programming tasks would improve as their inquiry skills improve.

In order to determine the impact of students’ problem-solving skills on their opinions on programming self-efficacy, the average scores of students’ programming self-efficacy perceptions with low and high level problem-solving skills are compared (Table 6).

| Table 6. t-test results of teacher candidates’ dimensions of computer programming self-efficacy according to their level of problem-solving skills |
|---|---|---|---|---|---|---|
| Level of problem-solving skills | N  | \(\bar{X}\) | SD | df | t  | p |
| Performing simple programming tasks | Low  | 578  | 5.54  | 1.94 | 705 | 0.43 | 0.668 |
|  | High | 129  | 5.54  | 1.88 |   |   |   |
| Performing complex programming tasks | Low  | 578  | 3.91  | 1.73 | 705 | 0.22 | 0.828 |
|  | High | 129  | 3.87  | 1.73 |   |   |   |
| General computer programming self-efficacy | Low  | 578  | 4.45  | 1.63 | 705 | 0.33 | 0.739 |
|  | High | 129  | 4.40  | 1.60 |   |   |   |

In Table 6, it is seen that students’ problem-solving skills have no significant difference on their self-efficacy in programming in general (\( t = 0.33; p > 0.05 \)). In other words, it can be argued that there is no statistically significant difference between perceptions of students with low (\( \bar{X} = 4.45 \)) and high (\( \bar{X} = 4.40 \)) problem solving skills regarding their computer programming self-efficacy. According to
this finding, it can be commented that problem-solving skills have no impact on programming self-efficacy perceptions in general.

When the impact of problem-solving skills on performing simple programming tasks is analysed, it is found that there is no significant difference between Information Technology and Software teacher candidates with low level problem-solving skills and those with high level problem-solving skills ($t = 0.43; p > 0.05$). The average score of teacher candidates with low and high level problem-solving skills for performing simple programming tasks is $\bar{X} = 5.54$. Similarly, with the case of performing complex programming tasks, it is found that there is no significant difference between students with low level and high level problem-solving skills ($t = 0.22; p > 0.05$). While the average score of students with low level problem-solving skills for performing complex programming tasks is $\bar{X} = 3.91$; the average score of students with high levels is $\bar{X} = 3.87$, and there is no statistically significant difference between them. Based on these findings, it can be argued that students’ problem-solving skills have no impact on their self-efficacy in performing neither simple nor complex programming tasks.

4. Results and discussion

Nowadays, different countries started to provide programming courses in their curriculum with differentiating course levels. With these courses, it is aimed to improve cognitive skills rather than having all individuals as programmers working in this sector (Palumbo, 1990). In relation to this purpose, inquiry skills and problem-solving skills of programming are surveyed with the participation of university students, who are also prospective teachers. The data are collected from 707 teacher candidates who are students in CEIT, and results are presented below.

According to the research, it is observed that the perceptions of Information Technologies and Software teacher candidates on self-efficacy in programming in general are at a medium level. As they demonstrate high level performance to perform simple programming tasks, they only show medium level performance when performing complex programming tasks. As a finding supporting this research, Yurdugul and Askar (2013) stated that CEIT students have average level programming skills. Moreover, in their study, Yukselturk and Altioğ (2017) also found that students have medium level programming self-efficacy perceptions; and their complex programming skills would improve once they are trained with Scratch programming tool. According to another research conducted by Mazman and Altun (2013, the level of self-efficacy in programming for CEIT students is at a medium level and this level can be improved with programming trainings. Consequently, the trainings provided aim to have CEIT graduates who are capable of teaching programming skills (Turkish Council of Higher Education, 2007). Since they have no intention of these students to find jobs like computer engineers do in the sector, having medium level skills can be considered normal. However, a research conducted by the Turkish Ministry of Education (2007) demonstrates that Information Technologies and Software teachers find their programming skills as insufficient. Alongside with these findings, it can be claimed that there is a parallelism in the literature regarding having Information Technologies and Software teacher candidates’ self-efficacy as medium level, despite the fact that these teachers consider themselves as insufficient.

While CEIT students have inquiry skills in general, they also have no problems with acquiring knowledge skills and possess controlling knowledge skills and self-confidence. In a study conducted by Engin (2009), it is argued that teachers in Turkey are confident in terms of their inquiry skill. However, Tanisli (2013) noted that teacher candidates’ inquiry skills, in general, could be qualified as a novice. As a result of studies, the reason for differences in inquiry levels of teacher candidates can be due to the qualifications of their departments.

Considering the approaches of Information Technology and Software teachers towards problem-solving skills, it is observed that their level of impetuous approach is rather low and other approaches (deliberative approach, avoidant approach, evaluative approach, self-confident approach and planned
approach) are high. It can be argued that problem-solving skills are high. Ozkutuk, Silku, Orgun and Yalcinkaya (2003) showed that Information Technology and Software teacher candidates have low level impetuous approach in problem-solving approaches; and high level deliberative approach, avoidant approach, evaluative approach, self-confident approach and planned approach. Additionally, as a finding to support the results of this research, it is proved that their problem-solving skills in general is high (Ozkutuk et al., 2003). However, a research conducted by Akyuz (2012) conclude that Information Technologies and Software teacher candidates are at low level in all sub-dimensions on problem-solving inventory. Alongside with this, many researchers also stated in their studies that teacher candidates’ problem solving skills are low (Genc & Tinmaz, 2010; Kazu & Ersozlu, 2008; Ocak & Egmir, 2014; Schreglmann & Dogruluk, 2012). The reason for having different results for different researchers can be having students studying in different universities.

Another finding of the research is that students’ inquiry skills have an impact on their programming self-efficacy perceptions. In parallel with this finding, Zacharia and Louca (2011) argued that computer-based programming environments support inquiry skills; and inquiry skills are put in use in these environments. The research conducted by Vanicek (2015) on programming skills training on Scratch application with an evaluative approach can also be considered in parallel with this study. Moreover, Altin et al. (2011) claimed that problem-solving skills, inquiry skills and programming skills are effective in robotic programming, which is another field of application for programming skills. Findings in various studies claiming that trial-error and debugging processes in using programming skills urge students to question, inquiry skills are important, deeper and more meaningful learning can be achieved in environments based on inquiry are all in support of the result of this research (Coleman & Nichols, 2011; Maeots, Padeste & Sarapuu, 2008). Based on these findings, it can be argued that inquiry skills are put in use in programming processes; and as a result they have an impact on perceived programming self-efficacy.

According to findings of the study, Information Technologies and Software teacher candidates’ problem-solving skills have no impact on their programming self-efficacy. In parallel with this result, based on the findings of studies conducted with various methods and groups, problem-solving skills have no significant impact on programming skills (Kalelioglu & Gulbahar, 2014). However, in a study conducted by Akcaoglu (2014), it is argued game developing activities that present programming skills create appropriate environments for using problem-solving skills. Holvikivi (2010) argued that a failed programming experience may result from low problem-solving skills. Moreover, numerous studies in the literature found that problem-solving skills have an impact on programming skills (Adelson, 1981; Ismail, Ngah & Umar, 2010; Kim et al., 2013; Liao & Bright, 1991; Robins et al., 2003; Yurdugul & Askar, 2013). It is thought that differences in findings of this research may result from the differences in structure of programming languages or difference in methods being used in the working group.

This research is limited to only CEIT students. A similar research can be conducted with students from the Department of Computer studying in different faculties (Faculties of Engineering, Programming and Education). On the other hand, considering the problem-solving-age relation, it can be suggested to have research with students from different grades such as primary and secondary school whom received programming education at earlier ages.
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