As an instructional technology, cognitive apprenticeship has become increasingly important. Cognitive apprenticeship embeds the acquisition of knowledge and skills in their social and functional context and consists of six teaching methods: modelling, coaching, scaffolding, articulation, reflection, and exploration. SMALLTALKER is a Macintosh-based multimedia learning environment for Smalltalk programming that supports both concept learning and skill acquisition. The system fulfills the roles of instruction presenter and coach. In its capacity as instruction presenter, SMALLTALKER makes extensive use of modelling; animations are used to present instruction on concepts and skills necessary for Smalltalk programming. The most pervasive method of coaching takes the form of feedback to student actions and errors while they are engaged in solving programming problems. Scaffolding and fading are difficult teaching methods to implement because they require a teacher to be sensitive to the needs and difficulties of students engaged in task performance; the SMALLTALKER approach to this difficulty is to place the burden of responsibility on the student and an open-ended help system is provided. SMALLTALKER poses conceptual questions to provoke both articulation and reflection. Exploration is an activity that system designers cannot prevent students from engaging in, as long as the system succeeds in gripping their interest and arousing their motivation to learn. (Contains 15 references.) (AEF)
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Abstract: Cognitive apprenticeship has become increasingly important as an instructional methodology due to a shift by many researchers to the situated cognition paradigm. We describe SMALLTALKER, a learning environment that makes extensive use of multimedia to support the learning of Smalltalk programming. The design of SMALLTALKER is based on the principle of cognitive apprenticeship. We illustrate how modeling, coaching, scaffolding and fading, articulation, reflection, and exploration have been implemented in SMALLTALKER.

In recent years, cognitive apprenticeship (Brown, Collins, & Duguid, 1988; Burger & DeSoi, 1992; Collins, Brown, & Newman, 1989) has become increasingly prominent as a model of instruction. This development is attributable to its potential to help solve the educational problems of brittle skills and inert knowledge that so often arise with traditional schooling (Resnick, 1987; Whitehead, 1929). Recent research in the learning sciences coupled with a shift to the situated cognition paradigm in the cognitive sciences has led to a significant rethinking of the nature of learning and cognition (Brown, et al., 1988; Clancey & Roschelle, 1991) and how we can use technology to support learning (Brown, 1985; Clancey, 1992; Collins, 1991). Cognitive apprenticeship is one manifestation of this new way of thinking about learning.

In the next section of this paper, we describe cognitive apprenticeship as an instructional methodology and explicate its underlying rationale. The following section describes SMALLTALKER, a learning environment for Smalltalk programming, and outlines the way in which cognitive apprenticeship has been embodied in the system. We conclude by commenting on the effectiveness of the system in field testing to date and charting the direction in which SMALLTALKER will continue to evolve.

Cognitive apprenticeship

The cognitive apprenticeship instructional methodology, as formulated by Collins, Brown, & Newman (1989), consists of six teaching methods: modeling, coaching, scaffolding, articulation, reflection, and exploration. The six methods, in turn, break down into three groups. The first group—modeling, coaching, and scaffolding—is designed to help students acquire an integrated set of cognitive and metacognitive skills through observation and supported practice. The second group—articulation and reflection—is designed to help students gain control of their own problem solving strategies. The final group—exploration—is intended to encourage learner autonomy and problem formulation by the self.

Cognitive apprenticeship embeds the learning of knowledge and skills in their social and functional context. In modeling, an expert performs a task so that students can observe and build a conceptual model of the processes required for task accomplishment. The provision of a conceptual model contributes significantly to success in teaching complex skills without resorting to lengthy practice of isolated subskills. In cognitive domains, unlike traditional apprenticeship settings, modeling often necessitates the externalization of internal cognitive processes. Tacit processes are brought into the open so that students can observe, enact, and practice the requisite skills.

In coaching, students are engaged in problem-solving activities that require them to appropriately apply and actively integrate subskills and conceptual knowledge. In this way, conceptual knowledge is exemplified and situated in the contexts of use, thereby grounding the knowledge in experience and making learning meaningful. Consequently, this approach helps to avoid learning outcomes where knowledge remains bound to surface features of problems as they appear in textbooks and is incapable of transfer. The expert coaches students by providing hints, feedback, and reminders, thus assisting them to perform closer to his standard of skill. Coaching requires highly interactive and situated feedback. Hence, the content of coaching interaction is related to specific problems that students face in carrying out a task.
In scaffolding, an expert assists students to manage complex task performance. If necessary, he completes those parts of the task that students have not yet mastered. This method may entail students engaging in legitimate peripheral participation (Lave & Wenger, 1991); that is, students participate in the practice of an expert, but only to the degree that they can handle and with the amount of responsibility that they are capable of assuming. Scaffolding is coupled with fading, the gradual removal of the expert’s support as students learn to manage more of the task on their own. The interplay between observation, scaffolding, and increasingly independent practice aids students in developing the metacognitive skills of self-monitoring and self-correction and in achieving integrated skills and knowledge characteristic of expertise.

In articulation, an expert encourages students to explicate their knowledge, reasoning, and problem-solving strategies. Such activities provide the impetus for students to engage in the refinement and reorganization of knowledge. The use of synthetic and design tasks in a producer–critic framework is particularly effective in achieving articulation (Allen, 1992; Pea, 1991). Such tasks require students to participate in generating knowledge and evaluating the outcomes of knowledge-building as part of collaborative learning activities. Generative and evaluative processes provide a further basis for concept assimilation and internalization.

In reflection, the expert provokes students to compare their problem-solving processes with his own, with that of other students, and with an internal cognitive model of the relevant expertise. Such comparisons aid students in diagnosing their difficulties and in incrementally adjusting their performance until they achieve competence. Reflection is facilitated by the provision of abstracted replay that contrasts students’ own performance with that of the expert (Collins & Brown, 1988).

In exploration, the expert pushes students to be independent learners. Students are only set general goals. At the same time, they are encouraged to identify personal interests and pursue personal goals. Forcing students to engage in exploration teaches them how to frame interesting questions and to identify difficult problems on their own.

The SMALLTALKER learning environment

Overview

SMALLTALKER is a Macintosh-based multimedia learning environment for Smalltalk programming. The learning environment supports both concept learning and skill acquisition. A special effort has been made to apply the teaching methods of cognitive apprenticeship in designing and implementing SMALLTALKER. When the system is launched, an animation of floating Smalltalk balloons is played repeatedly, together with music, until the mouse is moved. After obtaining basic information about student users, the system leads them through an orientation of the system’s interface to allow them to begin interacting effectively with the system. The use of various elements of the interface (e.g., mouse, windows, and text manipulation) is demonstrated to students via movie clips. Students are then coached on the use of the interface in a different problem setting.

Having obtained basic interface skills, students are introduced to the important Smalltalk programming concept of message-passing. At this stage, students are taught to view object-oriented programming entirely in terms of objects communicating with one another by message passing. This view is an external view (LaLonde & Pugh, 1990) where programming is treated entirely in terms of message-passing syntax (Shafer & Ritz, 1991). Details of method implementation are hidden. The system’s interaction with students is structured so as to reify the relationship between process and product. Thus, representations of objects that students interact with are shown graphically, and message passing invokes changes to objects that are visually representable.

After message passing has been covered, instance methods are introduced. This section opens up the internal view (LaLonde & Pugh, 1990) and its concomitant method-definition syntax (Shafer & Ritz, 1991). The instruction then progresses broadly through the topics of instance variables, classes, class methods, class variables, and superclasses. New classes and new concepts are introduced as and when they are needed in relation to the current goal. In this way, progression through a rigid sequence of topics is avoided. We are currently working on the topic of developing a small application. We plan then to treat the Model–View–Controller paradigm in the context of constructing an authentic application.

In the subsections that follow, we describe how each of the teaching methods has been instantiated in the learning environment.

Modeling

SMALLTALKER is unique in that it fulfills two roles: that of instruction presenter and that of coach. In its capacity as instruction presenter, SMALLTALKER makes extensive use of modeling. To support enculturation, QuickTime™ movies are used to show an expert presenting information to students. MacroMind Director™ animations are used to present instruction on concepts and skills necessary for Smalltalk programming. The movies are accompanied by the expert’s voice narration of the instruction.
Figure 1 provides an illustration of how modeling occurs. The figure comprises four snapshots from a Director animation. In this example, the student is learning about the copy-and-paste technique in text editing. The snapshots show how the expert selects a portion of text (Figure 1a), selects “copy” from the pop-up menu (Figure 1b) resulting in the copied text appearing on a notional clipboard, then selecting “paste” (Figure 1c), thus yielding the pasted text at the insertion point of the selected window (Figure 1d).

![Figure 1](image)

**Figure 1** Modeling of copy-and-paste in text editing

Modeling is ideally suited to reifying processes through animation techniques. With the use of multimedia, concepts and processes can be “brought to life,” focusing students’ attention on the meaning and sense of what they observe.

In our implementation of modeling, we have framed the learning situation so that students will learn cause-and-effect relationships. Thus, the goals related to a sequence of actions are made explicit before the actions are shown, and the results of the actions are shown in a concrete fashion. Our instruction has also been designed to start with concrete and visual objects (e.g., TestCar) before moving to more abstract and functional objects (e.g., MyRecord) to aid students in grasping the necessary concepts.

**Coaching**

Coaching is a critical activity in any learning environment because it is here that the teacher or system engages in actions to facilitate students’ mastery of problem solving. In SMALLTALKER, students are made to work on programming problems while they are still being introduced to new concepts and procedures. The most pervasive method of coaching takes the form of feedback to student actions and errors while they are engaged on programming problems. As an example, a dialog box like that shown in Figure 2 will appear if a message expression coded by a student does not begin with the name of an object. Notice that the feedback given is highly situated; it is specific to the particular programming problem being solved.
Besides the use of dialogs, feedback is also given by providing visual animation of objects where appropriate. As illustrated in Figure 3, the effect of executing the code written by a student is made self-evident from the animation of the car moving about in the TestCar window. Thus, students are encouraged to form and test hypotheses, diagnose their own performance, and adopt an active attitude to learning. In this way, students are encouraged to develop metacognitive skills.

Figure 3: Snapshot of programming exercise in progress

It is important in cognitive apprenticeship that the efforts of students be useful and used. To this end, problem solving exercises often ask students to make enhancements or to add new methods to existing code so that the resulting whole possesses greater value after such changes.

Scaffolding and fading

Scaffolding and fading are difficult teaching methods to implement because they require a teacher to be sensitive to the detailed needs and difficulties of students engaged in task performance. Our approach to this difficulty has been to place the burden of responsibility on the shoulders of students. SMALLTALKER provides a fairly open-ended help system (see Figure 3). Students have the option, while problem solving, to request help by selecting the button "I'm stuck" from the panel of buttons at the bottom of the screen. The help window lists a set of topics on which assistance on specific aspects of the problem students are attempting is available. Making the activation of the help system the responsibility of students encourages them to take active control of their learning. A "Replay Movie" button allows students to review the instructional content related to a problem, whenever they wish.

The "Show me" button in the Help window (see Figure 3) is particularly significant. It functions as a student's last recourse. For this reason, it is separated from the help topic list. We have implemented the "Show
me" button such that it only becomes available after the student has selected some percentage of the help items available. This approach prevents students from choosing the easy way out of a problem solving situation. When students eventually select the "Show me" button, a movie plays, showing how an expert would have solved the programming problem. This action takes us back to the modeling method.

Fading has been implemented in the kind of error trapping that the system engages in. During the course of early problem solving, special checks are incorporated to prevent students from committing errors from which they would be unable to recover. However, as students become more familiar with Smalltalk programming, feedback dialogs are generalized so as to provide less problem solving support for them. Figure 4a illustrates a feedback dialog with fading while Figure 4b illustrates a dialog without fading. However, even with fading operational, students have the option of requesting a more specific dialog if they feel that the level of support received is inadequate in any particular situation. All that they have to do is click on the button "More Info".

![Figure 4 Fading in feedback dialogs. (a) More general. (b) More specific.](image)

Articulation

Computers are ill-suited to handling the natural language articulations of humans. Nevertheless, we attempt to encourage students to articulate their knowledge by posing questions that request students to articulate answers to various conceptual questions, either to themselves or to a friend. When a student clicks the button "Articulate", an "Articulation" window appears (see Figure 5). Clicking on the button "Tell me more" plays a QuickTime movie explaining the purpose of articulation. Clicking "Proceed" takes the student to a specific question the answer to which requires articulation.

![Figure 5 Illustration of the teaching method articulation](image)

Reflection

We attempt to provoke reflection by periodically posing questions that possess deeper conceptual significance. Some reflection questions are included as part of the flow of instruction and, hence, are compulsory. Other questions are optional and can be called up by clicking on the button marked "Reflection". After students have reflected on the question posed, they can click on the button "Play" to listen to an expert expressing his view on the question (see Figure 6). In this way, students can gauge to what extent they have come to appreciate the subject domain in the way that an expert does.

Exploration

It turns out that exploration is an activity that system designers cannot prevent students from engaging in if the system succeeds in gripping their interest and arousing their motivation to learn. We support students'
exploration of Smalltalk programming by providing them with an "Explore" button. Clicking on this button takes students into the ParcPlace Smalltalk-80 programming environment. A "Return to SMALLTALKER" button allows students to return to SMALLTALKER.

Conclusion

Our evaluation of the SMALLTALKER implementation to date has been encouraging. In general, students have found the learning environment extremely user-friendly and very supportive of their learning needs. SMALLTALKER only attempts to provide students with a first course in Smalltalk programming. Given the complexity of Smalltalk programming and the need to support the development of programming skills as part of a broader community of practice, we have embarked on the development of a complementary learning environment CALET, the Cognitive Apprenticeship Learning Environment, that has as its objective the provision of situated Smalltalk programming cases for realistic "on-the-job" programming practice.
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